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Summary

This chapter describes how the changing information about an individual’s location, environment, and social situation can be used to initiate and facilitate people’s interactions with one another, individually and in groups. Context-aware communication is contrasted with other forms of context-aware computing and we characterize applications in terms of design decisions along two dimensions: the extent of autonomy in context sensing and the extent of autonomy in communication action. A number of context-aware communication applications from the research literature are presented in five application categories. Finally, a number of issues related to the design of context-aware communication applications are presented.

1. Introduction

An emerging theme in pervasive computing is the use of context to facilitate and mediate communication among people. Along with the advantages of ubiquitous communication have come new problems with “staying in touch.” Fortunately, the convergence of cellular telephony, palm-sized computers, location information, and other sensor data may well provide consumers a basis for context-aware solutions to some of their pervasive communication problems. This chapter presents a cross section of research that has applied context-aware concepts to reducing communication barriers. Our objective is not to provide an exhaustive survey, but rather to give a historical perspective, as well as describe some recent advances.

It is probably no coincidence that PARC’s Etherphone project in the late 1980’s and
Olivetti’s Active Badge location system in the early 1990’s both pursued call routing to a mobile user as a key application. At the time, before cell phones were widespread, the notion of phone calls that could follow people as they moved was compelling. Even though mobile phones have lessened the need for call routing, many of us still look forward to integrating, coordinating, taming, and, in general, making our communication technologies even smarter. The approach begun at Xerox PARC and Olivetti Research was to add context (i.e., location) into that process, and continuing this agenda with more types of context will likely be important for future communication systems.

Along with the early work described above, context-aware communication has roots, in part, in two other fields of computer science research, CSCW and HCI, and in particular media space research and awareness systems. As Jonathan Grudin points out, early media space researchers recognized the importance of shared context in group communication systems. Indeed, the foundational abstraction “What You See Is What I See” (WYSIWIS) aims to support the peripheral context that makes face-to-face interaction work so well. In recent years research on contextualizing collaborative systems has generated an interest in awareness as an independent research focus. For example, the recent work of Hudson, Pedersen, and others apply abstract visual or auditory mappings of people’s activities to provide situational and social awareness for others, in part to help them construct communication channels. The influence of CSCW and HCI can be seen in the systems described in this chapter.

In the next section we present a definition for context-aware communication and contrast it with other forms of context-aware computing. This gives a simple set of dimensions by which we discuss a number of context-aware communication systems. We conclude with some challenges and open issues for further research.

2. Dimensions of Context-aware Communication

Context-aware computing applications examine and react to a user’s changing context in order to help promote and mediate people’s interactions with each other and their environment. An early overview paper on context-aware applications from Xerox PARC’s Ubiquitous Computing Initiative laid out the dimensions shown in Figure 2. These dimensions encompass many types of context-aware applications, including context-aware software to initiate and facilitate communication. Indeed, one of the applications from that paper, a contextual multi-user white board, is presented later as an example of contextual group communication. Over the last decade, it has become clear that there is a continuum from manual to automatic, instead of discrete categories.

In this chapter we focus on context-aware communication which is a subset of context-aware computing as it has been described in the literature. However, there is much that we associate with context-aware computing that does not involve communication. For example, researchers have been exploring how context can be used to manage devices in our environment and how context can be used to deliver and filter all types of information from restaurant guides to operating instructions for a nearby copier. Neither of these topics is associated with communication in the sense we are considering in this chapter. Nevertheless, the line between information and communication is not always
clear. For example, is the Lovegety toy that facilitates conversation by chirping when a “compatible” person is nearby, an information or communication device? This chapter takes a broad definition of “communication” and includes these and other awareness systems that aim to facilitate, in addition to mediating, human-human communication.

We define context-aware communication as the class of applications that apply knowledge of people’s context to reduce communication barriers. We suggest a two-dimensional space for such applications based on a simple distinction between “context acquisition” and “communication actions.” Along the “acquisition” dimension, an application might ask people to manually enter their context, such as whether they are in a meeting or at lunch, or it may sense and infer a person’s context, with varying levels of autonomy and sophistication. Along the “action” dimension communication might be manually controlled. For example an answering machine that says “Lee has been motionless in a dim place with [low] ambient sound for the last 45 minutes. Continue with call or leave a message” relies on the caller to take manual action. In contrast, applications might act more autonomously, such as automatically routing a voice call to a nearby phone. As discussed later, it is not obvious that application designers should simultaneously try to maximize autonomy in both dimensions since this removes human common sense, a quality that Tom Erickson describes as “(at best) awfully hard to implement.”

Table 1: Context-Aware Software Dimensions

<table>
<thead>
<tr>
<th>Information</th>
<th>Command</th>
</tr>
</thead>
<tbody>
<tr>
<td>MANUAL</td>
<td>AUTOMATIC</td>
</tr>
<tr>
<td>Seeing a selection list of nearby devices &amp; information regarding nearby places</td>
<td>Collaboration channels (e.g., chat) established based on location &amp; pop-up messages triggered by context</td>
</tr>
<tr>
<td>“Print” routes to the nearest printer</td>
<td>Mobile computers cache files onto nearest server</td>
</tr>
</tbody>
</table>

Figure 1: Context-Aware Communication dimensions. Context (e.g. location) can be entered manually or sensed automatically and the communication act (e.g. call routing)
can be achieved manually, with user assistance, or autonomously. For example, “Receptionist Assistant 1” automatically detects and displays user location, but requires a person to forward telephone calls. Region I systems tend to automate sensing and region II systems tend to automate communication acts.

The two dimensions in Figure 1 provide one way of categorizing various aspects of context-aware communication. The table is populated with examples from the following section. It should be noted that this categorization is only one of many possible ways to discuss context-aware communication. For example, Nagel et al. at Georgia Institute of Technology suggest that stages of communication (initiating, mediating, and terminating) can categorize context-aware communication, which is a different yet useful point of view.

3. Context-aware Communication

In the following section we present a range of context-aware communication systems organized functionally. We include five application types that have been explored by the research community: routing; addressing; messaging; providing caller awareness; and screening. We start with the function of routing a message or call to an appropriate nearby communication device, such as an office telephone. As we describe these applications and systems we explain their position on the scale from manual to autonomous for context acquisition and communication action.

3.1. Routing

Location information has long been used as a way to route voice calls. Perhaps the first context-aware communications applications were developed at nearly the same time at Xerox PARC and Olivetti Research Labs (ORL) for routing telephone calls. As shown in Figure 1 under labels “Etherphone 1” and “Receptionist Assistant 1,” these systems began at different design points. PARC’s Etherphone had the initial strength of autonomous action, being able to automatically route calls, yet required manual entry of a person’s location. The Olivetti system had the initial strength of automatic person location, but required manual phone routing. Both systems converged on a fully automated approach in their second generation, and provided lessons on the difficulty in adding autonomy. We end this section on routing by describing Ubiquitous Message Delivery, another fully autonomous approach employing intelligent software agents.

Following Callers on PARC’s Etherphone System

In the 1980’s researchers at Xerox PARC developed the Etherphone system that used an Ethernet office network, desktop computers, and office phones to provide enhanced functions for transmitting, storing, and manipulating digital voice. Around 50 Etherphones were deployed in offices at PARC, an environment where people tended to move from office to office for impromptu meetings. When a person visited a colleague, they could register as a “visitor” using the desktop computer interface and phone calls for them would ring at their own office as well as the visiting location. Alternatively, if an Etherphone user logged into any Etherphone equipped desktop computer, the system would automatically register their new “visitor” location. An unusual aspect of the
Etherphone system was that each user was assigned a distinctive ring tone, or motif, such as the first few bars of “Mary Had a Little Lamb” so no matter where a call occurred, people were able to recognize their calls before answering. This was particularly useful for the call routing function because it meant that visitors could answer their own calls and avoid any confusion to the calling party. In terms of our dimensions in Figure 1, the early Etherphone system (“Etherphone 1”) provided autonomous phone routing (action) but tended towards manual location sensing, as visitors had to manually enter themselves into the system.

Towards the later part of the project, an Olivetti Active Badge system (see below) was installed at PARC and provided automatic location information for the Etherphones. Swinehart tells a story of walking down an active badge enhanced hallway and hearing his ring motif follow him in the offices along the corridor. This later system (“Etherphone 2”) combined autonomy in both sensing and action dimensions reducing work for users, but also making the system more brittle when location sensing didn’t work quite right. Automating Etherphone location sensing had another consequence: the case when call routing was not desired became exceptions requiring user action, rather than the default, requiring none.

Olivetti’s Active Badge Aiding a Telephone Receptionist

Olivetti Research Lab designed and built a novel system for locating people within an office utilizing infrared emitting “active badges” and a network of infrared receivers installed in offices, common areas, and major corridors. The original software application, an “aid for a telephone receptionist,” produced a table of names alongside a constantly updating display of locations and telephone extensions. The display is shown in Figure 1. The column marked “Prob.” indicated a probably that the badge-wearer was still at the sighted location based on the number of sightings and the time of the last sighting.

In contrast to PARC’s use of Active Badges for automated phone routing, the purpose of this application was to provide a human receptionist with information useful for tracking down and manually routing incoming telephone calls. Even if people were not recently sighted by the system, the receptionist could call their last sighted location to talk with colleagues in the area and find out if they knew their whereabouts. Whereas PARC started with automation in telecommunications routing, Olivetti began with automation in location sensing (see “Receptionist Assistant 1” in Figure 1). Manual phone routing had the advantage of human intelligence to track down people missing from the badge network, something that would be difficult to build into software systems.

Later on, a proof of concept interface was built to allow certain types of office phone systems to automatically route calls. Olivetti’s second system (“Receptionist Assistant 2”) is similar, in our dimensions, to the second Etherphone system. Although the original ORL system did not take context other than location into account, badge wearers expressed a desire for finer control. For example people wanted to control call forwarding based on who they are with, where they are, and the time of day. Personal control scripts were introduced to address this need.
It is interesting to note that as automation increased the “intelligence” of this system decreased since there was no longer an operator using human judgment to track down people. Also, as the system became more autonomous users wanted more control but this came at the expense of more work for users up-front in specifying rules and exceptions for call routing.

**Ubiquitous Message Delivery**

Another early example of message routing is the Ubiquitous Message Delivery (UMD) application prototyped at Xerox PARC. A main contribution of this work was a system architecture that provided a level of security in the face of compromised servers. Text messages sent to a user through UMD were delivered “at the soonest acceptable time via the most appropriate terminal near the recipient.” The system employed active badges, keyboard input activity, and explicit commands as a means of detecting user location. The architecture consisted of user and terminal agents. User location and the user’s policy regarding message delivery were maintained by a User Agent process. Similarly, since desktop terminals have owners, there are also Terminal Agents to manage the policy of outputting messages on terminals.

Anyone wishing to send a message invoked SendMsg to submit the message to the user’s User Agent. The User Agent maintains information about which public and private terminals the user is currently accessing, as well as what people are near the user’s location. The User Agent can then check if the user’s current situation allows delivery of the message. So, for example, the user may specify that no low priority messages should be delivered to public terminals, or when the user is in the presence of other people. Terminal properties are exported by Terminal Agents so that User Agents
can make reasonable choices, for example, delivering a message to a hand-held device rather than a desktop display when other people are present. When the user’s context is suitable for delivery, and a suitable Terminal Agent exists, the User Agent will send the message to the Terminal Agent for display, otherwise it will wait until a suitable context or Terminal Agent exists.

The UMD system is primarily an autonomous system for both sensing and communication acts. The architecture describes a User Agent that can encapsulate arbitrarily sophisticated computations for deciding “acceptable” times and “appropriate” terminals. It is likely that for real world use this system would require a set of very intelligent heuristics. We note however that the UMD design did not address the issue of a user oriented mechanism for specifying these heuristics. Early context-aware systems designers did not tend to focus on the difficult problem of how autonomous behavior might be achieved in ways both reliable and comprehensible to users.
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