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Summary

The rapid changes in information technology have precipitated changes in the structure and operations of organizations and increased uncertainty about system requirements that support or enable these operations. A way to deal with these uncertainties is to require an unprecedented level of interoperability among systems.

One way to achieve this is to use architectures that can provide current or future descriptions of a “domain” composed of components and their interconnections, actions or activities those components perform, and rules or constraints for those activities. These architectures, while they will change over time, will change at a much slower rate than the actual systems used to implement them.

Because of their stability, they can act as important guides to system acquisition decisions as well as defining operational concepts and business rules. The goal is to describe architectures using multiple views that answer questions regarding the operational capability that systems built conformant to the architecture can provide.
**1. Introduction**

An architecture framework provides common definitions, data, and references, and describes a set of products that comprise the multiple views of an architecture. Several frameworks have been proposed. A recent one is the C4ISR architecture framework of the US Department of Defense. There is also a traditional systems engineering framework based on the structured analysis approach and there are others based on software engineering approaches and expressed in terms of object orientation. These frameworks sometimes provide guidance for the design of the architecture, while in other instances they only define the architecture products while leaving unspecified the process that is to be used.

This article describes the role of the architect, characterizes the multiple views of an architecture and the products used to describe them, and establishes the criteria for determining the data needed in an architecture to support the role of the architect. To address these issues, the remainder of this article is divided into three sections. Section 2 describes the fundamentals of architectures and the role of the architect. Section 3 presents a generic process for creating an architecture that is capable of describing to the customer the behavioral and performance aspects of the systems that implement the architecture. Section 4 addresses the creation of executable models for the evaluation of the properties of an architecture.

**2. On Architectures**

**2.1. Architects and Architectures**

The Greek word αρχιτεκτων (architecton) means master builder or master mason. The term describes one who designs and builds structures whose form and function are both appealing and useful. The main contribution of the architect is the conceptualization and design of a unique structure to meet the client’s needs. The architect has the special role of eliciting and converting the needs and desires of the customer who commissions him into a design that will be especially satisfying to that customer.

It is possible to derive several characteristics of system architects and the architectures they produce. The first is that an architect is needed only if the system is unprecedented and complex. If satisfactory working systems have already been built and the designs exist, there is no need for an architect. An architect is not needed if the system is very simple and can be constructed directly by a contractor. The architect’s responsibility is different from the general contractor’s. The architect is driven by the special needs of the customer and tends to develop the architecture in a top-down manner. Indeed, the task of the architect is to elicit those needs and to produce a description that can demonstrate to the customer that the system to be produced in conformance with the architecture will satisfy the customer’s wants and needs. This means that the architecture does not include the details of the final system designs.

A key issue in the above description is where the architect’s work in describing the architecture ends and the system design begins. The problem of demarcation between architecture and design—never an easy one to determine—is especially daunting in the
case where any future architecture will be populated in the design phase by existing systems, the so-called legacy systems. So, while the architecture definition process is thought of as being top-down, the presence of legacy systems introduces constraints in the design of the architecture that are best addressed in a bottom-up approach.

The architect develops and presents the architecture as a set of abstract views or models. The abstraction occurs in two dimensions: generalization and composition. The architect begins with a very general description of the system. Based on discussions with the customer, the architect arranges and specializes the components to suit the customer’s needs and desires. Note that the number of components in the architecture and, thus, its complexity do not need to increase substantially in this specialization process. The number of components does increase as more detail is incorporated in the architecture. Adding detail is generally accomplished by decomposing the basic components of the architecture into their constituent parts. Decomposition can significantly increase the number of components of the architecture and thus its complexity. Because of this, the architect should use decomposition only as necessary to address the questions and concerns of the customer. The customer and the architect assume that these components will work properly because they will be constructed and installed in accordance with established codes and guidelines. The actual system design and implementation will involve the specialization of the architecture and the addition of all of the details of the design so that the system can be manufactured. This specialization process is the task of the general contractor or system engineer. The actual system will be the most specialized version of the architecture. There can be many ways of specializing a single architecture into actual systems. The selection of the actual design can be determined by cost and technology factors. Thus, an architecture can be a valid description of a way of satisfying a customer’s need over a long period, even as the specific techniques for implementing the architecture change.

One thinks of an architecture as being implemented by many diverse interacting systems. The architect needs to be knowledgeable not only about the individual systems, but also about the interrelationships among them. Furthermore, the architect must use creativity and vision because of the unprecedented and complex nature of the design and the lack of an initial clear definition of the needs and requirements for the component systems. It is important that the architect be able to show and discuss with the customer what properties the architecture will have. This means that the architectural models must be capable of providing insight into the logical and behavioral aspects of the architecture and the performance aspects of systems that are conformant to the architecture. This important criterion influences the process and the techniques for developing a description of an architecture of a system.

Systems architecting is part of the system engineering process and relies on many of the methodologies that have been developed. The architect has many tools and techniques available to describe the architecture. Two major paradigms that are appropriate are the traditional structured analysis and design technique (SADT) and the object oriented approach that originated with software systems. Both offer advantages and both can fall short of the requirement of being able to convey the logical, behavioral, and performance properties of the architecture. This is because both approaches rely on static pictures, diagrams, and textual descriptions to define the architecture. However,
an architecture is instantiated with dynamic systems that interact with their environment over time. To describe and understand fully the dynamic aspects of the system requires an executable model.

2.2. Architecting in Systems Engineering

The complete representation of a single architecture requires different views. These views can be categorized by their perspective. In defining an architecture, several perspectives need to be described. To begin with, since the architecture will be created so that the systems that populate it will perform some useful function, the process or activities that need to take place in order for the systems to accomplish their purpose must be described. In an information system, the processes receive and transform data that “flow” between them. These processes or activities follow rules that determine the conditions under which they occur and the type of outputs they produce. In addition, the processes should occur in some order based on the initial conditions of the system, and several processes may occur concurrently and asynchronously. In addition to the processes or activities, it is necessary to describe the components that will implement the design: the hardware, software, personnel, and facilities that will comprise the system and perform the processes.

This fundamental notion leads to the definition of the two basic architectural constructs in structured analysis. A functional architecture is a set of activities or functions, arranged in a specified partial order that, when activated, achieves a set of requirements. Similarly, a physical architecture is a representation of the physical resources, expressed as nodes, that constitute the system and their connectivity, expressed in the form of links. (In the systems engineering literature, the term system architecture has often been used to denote the physical architecture. This has been a source of confusion because the term system architecture denotes different constructs in different frameworks.) Both definitions should be interpreted broadly to cover a wide range of applications; furthermore, each may require multiple representations or views to describe all aspects.

Before even attempting to develop these representations, the operational concept must be defined. This is the first step in the architecture development process. An operational concept is a concise statement that describes how the goal will be met. There are no analytical procedures for deriving an operational concept for complex, unprecedented systems. On the contrary, given a set of goals, experience, and expertise, humans invent operational concepts. The development of an architecture is both an art and a science. The conceptualization of an operational concept falls clearly on the art side. A good operational concept is based on a simple idea of how the overriding goal is to be met. For example, centralized decision making and distributed execution represents a very abstract operational concept that lends itself to many possible implementations. As the architecture development process unfolds, it becomes necessary to elaborate on the operational concept and make it more specific. The clear definition and understanding of the operational concept is central to the development of compatible functional and physical architecture views.

Analogous to the close relationship between the operational concept and the functional architecture view—to the extent that often a graphical description of the operational
concept is improperly presented as the functional architecture—is the relationship between the technical architecture view and the physical one.

A technical architecture (TA) view is a minimal set of rules governing the arrangement, interaction, and interdependence of the parts or elements whose purpose is to ensure that a conformant system satisfies a specified set of requirements.

It provides the basis from which engineering specifications can be derived, guiding the implementation of the systems. The technical architecture view corresponds, in broad terms, to the “building code,” the set of standards, guidelines, and best practices, that any architect must take into consideration.

It is the technical architecture view that provides the connection between the abstract descriptions of the physical and functional architecture views and the implementation of the detailed system design.

When architects define the technical architecture view, they are providing guidance on the further specialization and decomposition of the components of the physical and functional architecture that will be accomplished in the detailed engineering design of the system.

All of these representations of the architecture, even when they describe the dynamic behavior of the architecture, are static. They are inadequate for analysis of the behavior and performance aspects of the architecture. In Section 3, details of the models used in these representations are described.

They contain a great deal of information but, in general, they are not well suited to answering the main concerns of the customer. In order to analyze the behavior and performance of the architecture and address the concerns of the customer, an executable model is derived from them. After all, the systems to be designed are dynamic ones. An executable model is a dynamic model; it can be used to analyze the properties of the architecture and it can be used to carry out simulations. However, it also serves in a subtler, but very important role.

It becomes the litmus test by which one can determine whether the description of the system architecture—as given by a set of static representations or models—is sufficient with respect to the set of questions to be asked of the architecture about the dynamic behavior of the systems.

Indeed, the methodologies, whether structured analysis based or object oriented based, become rigorous when an executable model is derived and the condition is imposed that all information contained in the executable model must be traced back to one or more of the static views.

A key use of the executable model is to allow the architect to shift the locus of discourse with the customer or user from the architecture views to the behavior and performance that the architecture enables. This concept is shown in Figure 1. The figure points out that the static descriptions of the architecture are a means to an end; the end is to
provide the system users with capabilities that support the organization’s goals.

Figure 1. Behavior as the locus of discourse

Section 3 describes the two paradigms for the architecture development process. While structured analysis and object orientation are conceptually different, many of the same tools can be used to construct the various representations that comprise each approach. Furthermore, once the executable model is obtained, whether through structured analysis or object orientation, the evaluation phase is the same.

3. Architecture Development Process

These are six fundamental steps in developing an architecture (as shown in Figure 2); it is the responsibility of the (chief) architect that they are followed in every architecture development effort. The first step reinforces the idea that architectures must be designed for a purpose—to address a particular set of problems. This purpose and the associated problems must be articulated before the development of the architecture and the production of the diagrams and tables—sometimes referred to as products—that describe the views begins.

The second step is the determination of the scope of the architecture. In systems engineering terms, this corresponds to determining the system boundary; in other words, determining which elements are going to be considered within the architecture and which will be considered as part of the environment. The third step is closely related to the first one: the choice of attributes that are to be included is directly dependent on the questions to be answered.

At this point, the architect is ready to determine which specific products are needed. Note that the first four stages require the involvement of few persons: the architect, the customer, and a small staff that supports the architect. The fifth step is the labor intensive one in which the architecture is designed and the products produced. This step is guided by the previous four steps; failure to do so may easily result in a set of diagrams and tables unable to address the last—and most critical—step: the use of the
architecture for the intended purpose; that is, to provide answers to the original questions. The development of the executable model could be included either in step 5 or 6.

Figure 2. Universal guidance for architecture development

Given this basic design process, the next step is to develop specific procedures that realize the functions indicated in each one of the boxes. Procedures based on either structured analysis or object orientation can be used.

3.1. Structured Analysis Approach

The structured analysis approach has its roots in SADT, which originated in the 1950s and now encompasses structured design, structured development, structured systems analysis, and the many variants that have appeared since then, often embodied in software packages for computer-aided requirements generation and analysis. This approach can be characterized as a process oriented one, in that it considers as the starting point the functions or activities that the system must perform. A second characterizing feature is the use of functional decompositions and the resulting hierarchically structured diagrams. However, to obtain a full specification of the architecture that allows the derivation of the executable model, in addition to the process or activity model, a data model, a rule model, and a dynamics model are required. Each one of these models contains interrelated aspects of the architecture description. For example, in the case of an information system, the activities or processes receive data as input, transform it, and produce data as output. The associated data model describes the relationships between these same data elements. The activities take place when some conditions are satisfied. These conditions are expressed as rules associated with the activities. But for the rules to be evaluated, they require data that must be available at that particular activity with which the rule is associated; the output of the rule also consists of data that control the execution of the process. Furthermore, given that the architecture is for a dynamic system, the states of the system need to be
defined and the transitions between states identified to describe its dynamic behavior. State transition diagrams are just one way of representing this information. Underlying these four models is a data dictionary or, more properly, an integrated system dictionary, in which all data elements, activities, rules, and flows are defined. The construct that emerges from this description is that a set of interrelated views, or models, is needed to describe an architecture using the structured analysis approach.

The activity model, the data model, the rule model, and the supporting integrated system dictionary, taken together, constitute the functional architecture view of the system. The term functional architecture has been used to describe a range of representations: from a simple activity model to the set of models defined here. What a functional architecture does not contain is the specification of the physical resources that will be used to implement the functions or the structure of the human organization that is supported by the information system. These descriptions are contained in the physical architecture.
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